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ABSTRACT: 

This article discusses methods for analyzing the reliability of a Web site using 

the parsing method based on the Python language. A generalized reliability analysis 

algorithm is presented that allows you to assess the quality and stability of the 

functioning of a website. The algorithm is based on parsing structural elements of the 

page, such as HTML tags, links , text blocks, and analysis of their state and contents. 

To implement the algorithm, a Python program was developed that is capable of 

automatically analyzing a selected website and identifying potential problems. The 

experiment showed the effectiveness and accuracy of the developed approach, which 

allows it to be used for systematic monitoring and increasing the reliability of websites. 
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INTRODUCTION 

In the modern world, websites are the main tool of communication and 

information exchange for organizations and users [1]-[10]. However, for effective use 

and improvement of web resources, it is necessary to analyze their structure. The 

development of a website structure analysis program using the parsing method based 

on the Python language is becoming more and more relevant and necessary. 
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The main purpose of such a program is to study the internal structure of the 

website, its components and the connections between them. This allows you to evaluate 

the usability of the site, optimize its navigation and increase the overall efficiency of 

the web project. Analyzing the structure of the website also helps to identify errors and 

vulnerabilities, improve SEO indicators and increase the general availability of 

information. 

One of the key tools for analyzing the structure of a website is the parsing 

method, which allows you to extract and analyze data on web pages. Python is used in 

completely different areas, starting from robotics [11]-[19] and ending with website 

analysis [20]-[25]. It is one of the most popular programming languages for creating 

web analytics programs due to its simplicity, flexibility and rich ecosystem of libraries. 

Website structure analysis programs can be useful both for owners of web 

resources and for specialists in web development and SEO optimization. They allow 

you to systematize information about the structure of the site, identify problems and 

offer solutions for their elimination. Therefore, various methods and approaches can be 

used here [26]-[36]. 

Related works 

 Many works are devoted to the analysis of the reliability of websites. There are 

used plenty of methods and instruments to solve such problems. Let's consider several 

recent works on this topic.  

Authors in [20] present an empirical study of 1,396 vulnerability reports affecting 

698 Python packages in the Python ecosystem (PyPi). They study a set of 2,224 GitHub 

Python projects, to better understand the prevalence of vulnerabilities in their 

dependencies and how fast it takes to update them. Theirr findings show that the 

discovered vulnerabilities in Python packages are increasing over time, and they take 

more than 3 years to be discovered. 

Utami, I. S., & Setiadi, H. in [21] evaluate and improve website performance by 

analyzing the quality of the Sebelas Maret University selection of new student 

admissions (SPMB) website by utilizing a combination of WebQual 4.0 and Importance 

Performance Analysis (IPA) methods. 

The study [22] presents an nalysis of website quality by calculating webqual 

index to determine the level of quality of the website based on the WQI coefficient 

interval. 
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The research [23] aims to develop and validate a scale to measure website service 

quality in the hotel industry, namely HWebSQ. 

Scientists in [24] note that analyzing public information from social networking 

sites could produce exciting results and insights on the public opinion of almost any 

product, service, or behavior. This paper also discusses the sentiment analysis design, 

gathering data, training the data, and visualizing the data using the Python library. 

The paper [25] explore how to develope a crawler with scontrolable and 

automatic crawling abilitys which can crawl specific target; Then the data that is 

crawled will be analysised and visualized by using Pandas library and Matplotlib 

library, the useful information will be extracted from the data analysis and visualization 

process, so as to complete. 

Thus, we see a variety of areas of website analysis. Below in this article we will 

look at analyzing the reliability of sites using the Python parsing method. 

Web site reliability algorithm and program for analyzing development  

Analyzing the web page reliability using a Python-based parser has its own 

characteristics that are important to consider. First, Python provides a wide selection of 

libraries for working with web pages, such as requests for sending HTTP requests, 

BeautifulSoup for parsing HTML code, and others. This makes it easy to access and 

analyze page content. Second, Python has a convenient and understandable syntax that 

simplifies the development of scripts for analyzing web pages. A third feature is the 

extensive support of the Python community, which provides many useful packages, 

documentation, and code examples for a variety of web parsing tasks. In addition, 

Python can be used to automate routine tasks, such as regularly performing page 

reliability analysis or automating the process of monitoring connection stability. 

Another feature is the possibility of integration with other tools and services to obtain 

a wider range of functionality, for example, saving analysis results in a database or 

integration with web page monitoring services. Overall, Python is a powerful and easy-

to-use tool for web site reliability analysis that makes this process fast, efficient, and 

convenient. 

We will use the store's website at the address 'https://epicentrk.ua/ua/shop/' as a 

base site for the research of parsing methods for analyzing the reliability of the Web 

site. 
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Before the development of the parsing program for analyzing the reliability of 

the Web site 'https://epicentrk.ua/ua/shop/ not based on the Python language, the 

following algorithm was developed, which is presented in Figure 1. 

As you can see from Figure 1, the following libraries will be used in the 

developed program: 

– requests is used to implement HTTP requests using the Python programming 

language. Using requests allows you to retrieve web page content, perform POST 

requests, pass parameters, manage cookies, and other aspects of HTTP requests. It is 

convenient for working with website APIs, receiving data for parsing or interacting 

with web servers. 

– BeautifulSoup is a tool for parsing HTML and XML documents in Python. It 

allows you to parse incoming data from web pages and conveniently extract the 

necessary elements using CSS selectors, XPath or other methods. BeautifulSoup makes 

parsing HTML code simple and effective, and is used in many projects to retrieve data 

from the Internet. 

pip install requests 

pip install beautifulsoup4 

The first command will install the requests library, and the second - 

beautifulsoup4. After installing these libraries, you can import them into your Python 

programs and use their functionality. 
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Figure 1: Web parsing program algorithm - site 'https://epicentrk.ua/ua/shop/ 

The developed software parsing code of the Web site with an explanation, is 

presented below: 

import requests 

from bs4 import BeautifulSoup 

This piece of code is used to work with web pages in the Python programming 

language. Let's look at each part separately: 

import requests: This line imports the requests module, which allows you to 

interact with HTTP requests. With its help, you can send HTTP requests to a web server 

and receive responses. For example, you can send a GET request to retrieve the content 

of a web page; 
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from bs4 import BeautifulSoup: This line imports the BeautifulSoup class from 

the bs4 module. BeautifulSoup is a library for working with HTML code. It allows you 

to easily parse HTML documents, access their elements and extract the necessary 

information. When a web page is submitted, you can use BeautifulSoup to parse its 

HTML code and extract the necessary data such as headers, links, text, etc. 

So, these two import instructions allow you to make HTTP requests to web 

servers and parse the HTML code of web pages in a Python environment, making it 

easy to analyze and retrieve information from websites. 

def analyze_webpage(url): 

    try: 

        # We send a request to the server and receive a response 

        response = requests.get(url) 

        # We check the status code of the server response 

        if response.status_code == 200: 

            print("Server response status code: 200 (Success)") 

        else: 

            print(f" Server response status code: {response.status_code}") 

This piece of code is the analyze_webpage function, which sends a request to the 

web server at the specified URL and checks the status code of the server's response. 

Let's examine each line of code: 

def analyze_webpage(url):: This is the declaration of the analyze_webpage 

function, which takes a single url parameter. This function is designed to parse the page 

from the specified URL. 

try:: Start of the try-except block used to handle exceptions. In this case, we'll try 

to execute some code, and if an error occurs, we'll handle it. 

response = requests.get(url): Uses the requests library to send an HTTP request 

to the specified URL. requests.get(url) makes a GET request for this URL and returns 

a response object that contains information about the server's response. 

if response.status_code == 200:: We check the status code of the server's 

response. If the status code is 200, it means the server responded successfully, and we 

output the message "Server Response Status Code: 200 (Success)". 

else:: In case the status code is not equal to 200, we print a message with the 

actual value of the status code. 
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This code snippet demonstrates checking the status code of the server's response 

after sending a request to the specified URL, allowing you to determine whether the 

request was successful. 

# We get the page load time 

        load_time = response.elapsed.total_seconds() 

        print(f"Page load time: {load_time} s") 

This piece of code calculates the time it took to load the response page from the 

server. Let's take a closer look at this line: 

response.elapsed is an attribute of the response object that represents the time it 

took to download the response. 

.total_seconds() is a method that returns the total number of seconds in a 

timedelta object. 

So this line of code calculates the time it took to load the response page from the 

server in seconds and assigns it to the load_time variable. 

After this time is calculated, it is printed on the screen using the print function, 

which uses a formatted string to print the value of the load_time variable along with the 

text message "Page Load Time:" 

# We get the HTML code of the page 

        html_content = response.content 

        soup = BeautifulSoup(html_content, 'html.parser') 

This code snippet retrieves the HTML code of the response page from the server 

and parses it using the BeautifulSoup library. Let's break down each line: 

response.content is an attribute of the response object that contains the content 

of the web page in bytes. 

html_content is a variable to which the content of the page is written in byte form. 

BeautifulSoup(html_content, 'html.parser') is a constructor for a BeautifulSoup 

object that creates a BeautifulSoup object for further HTML parsing. 

html_content is a string with the byte content of the page we want to parse. 

'html.parser' is a string that tells BeautifulSoup to use the built-in HTML parser 

to process HTML code. 

So this piece of code allows you to get the HTML code of a web page and create 

a BeautifulSoup object that can be used to further parse and analyze the HTML 

structure of the page. 
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   # We get the number of requests and responses on the page 

        requests_count = len(soup.find_all()) 

        print(f"The number of requests and responses on the page: 

{requests_count}") 

This piece of code defines the number of requests and responses per page. Let us 

consider each line: 

soup.find_all() - This BeautifulSoup method is used to find all elements on the 

page that match the specified criteria. With no arguments in the find_all() method, it 

returns a list of all elements on the page. 

len() - this function is used to calculate the number of elements in a list. 

requests_count is a variable that records the number of items found, which 

reflects the number of requests and responses on the page. 

print() - this function displays a text message on the screen. 

f"Number of requests and responses per page: {requests_count}" is a formatted 

string in which the value of the requests_count variable is substituted as a number. This 

message is displayed on the screen and shows the number of requests and responses on 

the page. 

So, this piece of code allows you to find and display the number of requests and 

responses on a website page. 

# We study the metadata of the page 

        title = soup.title.text if soup.title else " The page title is missing " 

        meta_description = soup.find('meta', {'name': 'description'}) 

        description = meta_description['content'] if meta_description else " There is 

no meta description " 

        print(f"Page title: {title}") 

        print(f"Page meta description: {description}") 

This piece of code parses the page's metadata, such as the title and meta 

description. Let us consider each line: 

soup.title - this expression is used to find the <title> tag in the HTML structure 

of the page, if such a tag exists. 

.text is an attribute that gets the textual content of the tag. If the <title> tag exists, 

.text will return its text content. 
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if soup.title else "Page title is missing" is a Python ternary operator that checks 

if the <title> tag exists. If the <title> tag exists, the value of the title variable will be 

equal to the text content of the <title> tag. Otherwise, the string "Page name is missing" 

is set. 

soup.find('meta', {'name': 'description'}) - This BeautifulSoup method is used to 

find the <meta> tag with the name='description' attribute. The <meta 

name='description'> tag is often used to define the meta description of a page. 

meta_description['content'] - this expression receives the value of the content 

attribute of the <meta> tag, if such a tag exists and contains the content attribute. 

if meta_description else "No meta description" - this ternary operator checks if 

the <meta name='description'> tag exists. If such a tag exists and has a content attribute, 

the value of the description variable will be equal to the value of the content attribute. 

Otherwise, the line "Meta-description is missing" is set. 

So, this piece of code allows you to get and display the title and meta description 

of the page. 

    except Exception as e: 

        print(f"Error: {e}") 

This code snippet handles exception handling using the try-except construct. 

Let's take a look at this snippet: 

except Exception as e: - this construct is used to handle any exception that occurs 

during the execution of the code in the try block. Exception is the base class for all 

exceptions in Python. 

as e - tells Python that the exception that is thrown will be accessed through the 

e variable. 

print() - this function is used to display an error message on the screen. 

f"Error: {e}" is a formatted string in which the value of the variable e (the 

exception) is inserted into the message text. Thus, an error message is displayed along 

with the error text itself. 

This piece of code allows you to catch any exceptions that occur during the 

execution of the try block and print an error message to the screen describing the error. 

# Call the function to analyze the web page 

url = 'https://epicentrk.ua/ua/shop/' # Replace the URL with the desired one 

analyze_webpage(url) 
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This code snippet calls the analyze_webpage(url) function to analyze the web 

page at the specified URL. Let's take a look at this snippet: 

url = 'https://epicentrk.ua/ua/shop/' - the URL of the page to be analyzed is set. 

In this case, this is the page of the online store "Epicenter K", but you can replace this 

URL with any other that you want to analyze. 

analyze_webpage(url) - This command calls the analyze_webpage() function 

with the specified URL as an argument. The function will parse the page for this URL. 

So this piece of code calls a function to parse the web page at the specified URL. 

The results of parsing the website https://epicentrk.ua/ua/shop/ based on the 

Python language are presented in Figure 2. 

 

 
Figure 2: The results of parsing the website https://epicentrk.ua/ua/shop/ 

Conclusion 

As a result of the conducted research, a generalized algorithm for analyzing the 

websites reliability was developed. It was based on the methods of parsing web pages 

using the Python programming language. This algorithm allows you to effectively 

identify potential problems in the functioning of websites, such as unavailability of 

pages, errors in the content or structure of the site. 

The program developed in Python successfully implements the proposed 

algorithm and is capable of automatically analyzing selected websites. In the process 

of experimental research, the effectiveness and accuracy of the developed approach was 

verified. The results showed that the algorithm and the program are able to detect 

various types of problems, which allows them to be used for systematic monitoring and 

increasing the reliability of websites. 

This approach to the websites reliability analysis has practical significance for 

owners and administrators of web resources, as it allows to quickly identify and 

eliminate problems that can lead to a decrease in the quality of user service. Also, this 

approach can be used to automate the process of monitoring and increase the reliability 
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of websites, which will save time and resources in the maintenance and support of web 

resources. 
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